Active Learning with Clustering and
Unsupervised Feature Learning

Abstract. Active learning is a type of semi-supervised learning in which
the training algorithm is able to obtain the labels of a small portion of the
unlabeled dataset by interacting with an external source (e.g. a human
annotator). One strategy employed in active learning is based on the
exploration of the cluster structure in the data, by using the labels of a
few representative samples in the classification of the remaining points.
In this paper we show that unsupervised feature learning can improve the
“purity” of clusters found, and how this can be combined with a simple
but effective active learning strategy. The proposed method shows state-
of-the art performance in MNIST digit recognition in the semi-supervised
setting.

Keywords: Active Learning, Clustering, Unsupervised Feature Learn-
ing.

1 Introduction

Active learning algorithms can exploit labeled and unlabeled data, as in the
general semi-supervised setting, but instead of using a predefined set of labeled
examples, the training algorithms is allowed to query an oracle during training
(e.g. a human annotator) to obtain the labels of the training examples considered
the most informative. This approach is particularly useful in problems in which
unlabeled data is abundant, but obtaining labels is expensive, such as in protein
classification [18].

There are two main strategies employed in active learning. The most com-
monly explored in previous works is based on the use of labeled examples near
the decision boundary of a discriminative classifier to direct the search in the
hypothesis space in a efficient way. This strategy assumes that points near the
decision boundary are more informative and gives little importance to points
farther away [5]. The second strategy is based on the manifold hypothesis, ac-
cording to which points of real data concentrate in the neighborhood of a low-
dimensional manifold embedded in a high-dimensional space [12,4]. In an ideal
scenario, a clustering algorithm would isolate points of different classes in their
own clusters and one labeled sample for each would be enough to correctly clas-
sify the remaining examples [6]. In practice finding good clusters in complex and
high-dimensional data such as images is not easy.

It has been long suggested that images could be recognized by multiple lay-
ers of feature detectors [15], but it has not been until recently that effective



methods for training models with multiple layers have been devised [8,3]. The
first successful techniques relied on a greedy layer-wise unsupervised procedure
(pre-training) for initializing the network before applying backpropagation. One
perspective of pre-training procedure is that each layer learns to extract good
features from the layer below. In image recognition, for example, a linear clas-
sifier in the output layer can more easily separate different classes in terms of
higher level features, such as object parts, than in terms of the original input,
such as pixels.

In this work we explore the intuition that the same layer-wise unsupervised
training procedure used in deep learning can also be used to transform the in-
put from the original space to a feature space in which clusters are more easily
identifiable. We start by applying an unsupervised feature learning technique to
extract features from unlabeled data. We then convert the raw input into features
and use the k-means algorithm to find clusters in the feature space. Then we
query the labels of the training examples closest to cluster centroids and classify
all points in the same clusters with the same labels. We also propose a probabilis-
tic model to determine the quality of the classification and remove the “excess”
of points classified with low probabilities. Finally, we use the training examples
with the labels found as the training set of a neural network. We demonstrate
experimentally that unsupervised feature learning can improve clustering purity
and we show how the learned features can be combined in a simple but effective
active learning strategy.

2 Unsupervised Feature Learning

Every clustering algorithm needs a measure of dissimilarity (or similarity), such
as the euclidean distance used in k-means. In certain datasets it is easy to notice
that the euclidean distance does not represent well our intuitive notion of what
similar points are. In digit images for example a shifted version of a digit will
stop sharing most pixels in common with the original version and thus their
distance will be large, although they still belong to the same class. Unsupervised
feature learning techniques can be used to convert the raw input to a feature
space where the distance metric can more easily represent the actual notion of
dissimilarity between data points. If we have features which represent objects
parts, for example, it is easier to tell whether two images are similar or not by
checking if they share the same object parts, rather than by comparing their raw
pixels.

2.1 Denoising Auto-Encoder

Unsupervised feature learning has been one of the main factors behind the re-
cent breakthroughs in machine learning [2]. Denoising auto-encoder (DAE) is a
technique that has been proven to yield useful representations despite its sim-
plicity. A DAE is a neural network trained to reconstruct a clean input from a
noisy version [16]. More formally, let Z € [0,1] be a corrupted version of the



input z € [0,1]¢ and @ = {W,b, W’ b’} the encoder and decoder parameters,
respectively. The network computes the reconstruction z, given by

z2=g(W'f(WZ+0b)+b)

where f and g are the activation functions. Usual choices are the logistic function
s(z) = (1 + exp(—z))~" for both encoder and decoder, and the linear activation
function for the decoder when the data is real valued. The network parameters
are optimized such that

1 o e
0* = arg min — L(a:(’),z(l))

where L is a loss function, usually the squared error L(z,z) = ||z — z||? for real
data, and the reconstruction cross-entropy

d
Ly(z,2) = —le- logz; + (1 — x;) log (1 — 2;)
i=1

for binary or near binary inputs. To generate &, one common option is to add
masking noise to the input (i. e. to set each element of x to zero with probability

).

2.2 Stacking Denoising Auto-Encoders

A DAE can be seen as a mapping from a lower to a higher level representation.
Using the output from a previously trained DAE to train a new DAE, we can
build a Stacked Denoising Auto-encoder (SDAE), which is capable of learning
still higher levels representations [17]. Although this greedy unsupervised layer-
wise procedure has been shown to be useful for initializing deep networks for
subsequent fine-tuning, it has fallen out of favor since the publication of better
optimization techniques, such as Hessian-Free Optimization, which can achieve
comparable (or even better) results [11].

3 Active Learning by Clustering

Finding one single big cluster per class in the data in a purely unsupervised way
is intrinsically hard or even impossible. Different criteria used to judge similarity
(e.g. weights given to different features) can lead to different clusters, which do
not necessarily correspond to the classes we want to find. We can though assume
that in general nearby examples belong to the same classes independently of the
distance metric used, forming locally small homogeneous clusters. We can explore
this local structure for active learning by querying the labels of representative
samples from each cluster and assuming their neighbors share the same classes.
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Fig. 1. Classification accuracy with 10000 training examples from MNIST. Each image
is labeled with the most frequent class in the cluster. Applying PCA is not better than
using the original input, while features extracted by a SDAFE lead consistently to higher
accuracies. Each point is the average of 10 runs of k-means with random initialization.
The error bar shows the 95% confidence interval.

3.1 Clustering Evaluation on MNIST

The clustering evaluation measure which best reflects our goal of obtaining clus-
ters containing elements from a single class is the Purity. It is a external criterion
(i. e. compares cluster assignments against a gold standard) which is applicable
even when the number of clusters is different from the number of known classes.
It is given by

where N is the total number of data points and nf is the number of points in
cluster k from class j. If we treat the most frequent class of each cluster as the
label given to every element of the cluster by a predictive model, this measure
is equivalent to the common notion of classification accuracy. Whereas we are
most interested in the final prediction, we will therefore use the term accuracy
throughout the paper as a synonym of purity.

To assess the improvements of clustering after feature extraction, we com-
pared the accuracy found by using different features as input. Fig. 1 shows the
increase in classification accuracy in function of the number of clusters used
(i.e. the number of labeled training examples) on a portion of MNIST training
set. While Principal Component Analysis (PCA) did not improve the accuracy,
SDAE consistently led to lower error rates. We tested PCA with number of
components ranging from 50 to 500 and did not find any significant difference
in the results. A major concern in semi-supervised learning is the lack of valida-
tion data for hyperparameter optimization. We assume the premise that labeled
data is scarce, thus any additional labeled data that could be used for validation
would be in most real scenarios better spent as part of the training set. We have
therefore tested a reduced set of hyperparameters to prevent overfitting (one
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Fig. 2. Difference in accuracy by classifying points in each cluster with the most fre-
quent class within it and with the label of the points closest to cluster centroids. For a
number of clusters slightly higher than the number of classes (10) the difference is close
to zero. The difference tend to be slightly lower when using SDAE to extract features.

and two layers, corruption level 0.1 and 0.2, and layer size 300 and 500) and
used the best performing model in all our experiments (SDAE with 2 layers, 0.2
corruption level, and 500 units per layer).

3.2 Finding Representative Samples

By using k-means as the clustering algorithm, we can use as the representative
sample from each cluster the data points closest to their centroids. We then
assign to all points in the same cluster the same label. This is equivalent to
classifying the dataset with a k-nearest neighbors algorithm using the cluster
centroids as the training examples (with k equals to one). This procedure leads
to results almost identical to assigning to each cluster the most frequent label
within it, as shown in Fig. 2. On MNIST dataset using just 10 clusters the
difference between the two procedures is in average less than 1%. Using more
than 15 clusters, this difference falls quickly to less than 0.005%.

3.3 Determining Classification Probability

Since the most central training example in a cluster obtained by k-means is a
good representative of the most frequent class in the cluster, we can presume that
the most central points have higher probabilities of being correctly classified,
while points farther from cluster centroids have lower probabilities. However
points which lay in-between clusters of the same class are likely to be correctly
classified, despite of being peripheral, because two neighbor clusters of the same
class suggest the existence of a bigger cluster in which both are contained.

We tested two models to evaluate the conditional probability of a point be-
longing to a class. Let d(z,p) be the euclidean distance from z to p and Cj the
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Fig. 3. After classification, points were sorted accordingly to the difference between
the two highest probabilities. With both models we can obtain near 100% accuracy by
keeping about 40% of points classified with highest margin between first and second
guesses. Model 2 is worse than Model 1 for low values of K. For K = 10 both model
are almost equivalent.

set of cluster centroids from class k, we define the probability of point « belong-
ing to class j as the normalized inverse distance from z to the nearest neighbor
from class k, given by

(minyec, d(a@p))fl
Z (minpeci d(x’p))il

K2

p(jlz)=

or more simply . .
p(] ‘ IL’) _ Zi @lnpecri (xap)
mingec, d(z, p)

which accounts as evidence for a class just the distance of the single closest point
from the class. Our second model takes into consideration the sum of the inverse
distances to every point in the class. The probability is given by

(G |x) = Ypec, d@,p)"*
PO = S5 d(wp) K

i peC;

where K is a constant which regulates how quickly the influence of a point decays
with distance. For large values of K the influence of the nearest points tend to
dominate over the influence of more distant points, and this model when used
for ranking the best classifications gives similar results as the first, but with less
meaningful probabilities.

We can use these models to identify points classified with low probabilities.
This can be useful in the labeling process of a large dataset. It makes more sense
to spend the most resources labeling the “hard” cases instead of the easier ones.
Removing the excess of wrongly labeled points can also be useful in the next



Table 1. Error rate comparison (on MNIST test set)

Method 100 600 1000
Supervised Neural Network 25.13 11.21 9.84
Manifold Tangent Classifier [14] | 12.6 5.13 3.64
Semi-Supervised Embedding [19]|7.75 3.82 2.73

Pseudo-label [9] 10.49 4.01 3.46
AL + MLP 8.17 4.57 3.86
AL + ConvNet 7.98 3.73 3.32

step, when training a neural network. Wrong labels can degrade the performance
of a classifier. Fig. 3 shows how the accuracy varies accordingly to the proportion
of points removed. With high values of K the results of both models are almost
identical, for low values of k the first model is better. This difference occurs
because the cluster structures are not confined in convex regions in space. The
information of far points is not as meaningful as the information of closer points,
thus in general considering just the nearest neighbors is better.

3.4 K-means Initialization

The qualities of clusters found by k-means can vary significantly with the ini-
tialization scheme used. Initialization with k-means++-, which chooses as initial
centroids data points more evenly spread than by random initialization [1], re-
sults in average in higher accuracies (¢(58) = 3.66, p <= 0.001). There is a
modest negative correlation (r = —0.26, p < 0.001) between clustering accuracy
and the k-means distortion function (sum of squared distances from points to
cluster centroids to which they are assigned), given by

N
D e = e,
i=0

where N is the number of points and p, is the centroid of the cluster to which
x; belongs. Repeating the clustering step many times with k-means++ initial-
ization and selecting the run with the lowest distortion results in a significant
improvement in final accuracy.

4 Neural Network Training

We can improve further our results by using the labeled examples obtained so
far as train data of a supervised model. We trained two architectures of neu-
ral networks: Multilayer Perceptron (MLP) and Convolutional Neural Network
(ConvNet). In Table 1 we compare the error rate of our active learning strategy
(AL) with other semi-supervised models on MNIST test set when using 100, 600



and 1000 labeled examples. To represent the expected performance in a more
realistic setting, we ran the clustering step with 30 random initializations and
selected the model with the median accuracy to provide the labeled examples
used in the neural network training. We chose not to use an additional valida-
tion data, as before, for hyperparameters optimization and used instead 10000
samples from the training examples with the labels found in the previous step.
As a negative effect of adopting this validation set “contaminated” with wrong
labels, early stopping had its efficacy reduced. Even though, we achieved the
lowest error rates reported for 600 labeled examples. For the other values, our
results were just slightly worse than the results obtained by Semi-Supervised
Embedding.

We have observed that removing the excess of incorrectly labeled data, ex-
cluding the training examples classified with low probabilities has somewhat un-
predictable effects. Although the training data created this way has fewer wrong
labels, it also has less diversity. In general this procedure does not seem to im-
prove the final accuracy and in some cases the results are even worse, showing
that the diversity of the dataset can be as important as its size.

5 Related Work

One of the first attempts to explore the clustering structure in data for active
learning was made by Xu et al. [20], who employed k-means clustering to draw
representative samples from unlabeled examples which were used to speed up
the convergence of Support Vector Machines. Zhu et al [21] explored the man-
ifold structure in the data by modeling the probability distribution of points
belonging to classes as a Gaussian Random Field built on a graph whose nodes
are the training examples and the edges encode the distances between them.
Nguyen et al. [12] addressed some shortcomings of the two previous works by
taking measures to avoid repeatedly labeling samples in the same clusters. They
used the representative samples from clusters to train a discriminative classifier
to obtain the labels from the remaining unlabeled points (differently from our
work which uses a distance based classifier to propagate labels). The idea of
using stacked auto-encoders before clustering was explored by Lefakis et al. [10],
but this work focused in the use of under-complete representations and “regu-
lar” auto-encoders (without further regularization, such as noise), which usually
learns poorer features.

6 Conclusion and Future Work

In this work, we explored the use of unsupervised feature learning together with
clustering to build a simple and effective active learning strategy which shows
state-of-the-art performance on MNIST in the semi-supervised setting. Our re-
sults raises a series of questions to orient future investigations. Unsupervised
feature learning using only MNIST data is too limited. Humans learn from a lot
of unlabeled data before being able to recognize handwritten digits and more



complex objects. This idea of learning features from one kind o data and using
them in a different context has already been successful explored in the “self-
taught learning” setting [13] and we expect it to be useful in active learning
as well. It is also worth to explore other metrics and clustering algorithms. K-
means is intimately related to the euclidean distance, which could be possibly
replaced by better metrics for comparing objects in a feature space. We briefly
experimented some k-means variations, such as spherical k-means, [7] which is
based on the cosine similarity, but it seems to suffer from the same k-means and
euclidean space problems and did not lead to improvements.
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